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1
Scope

The present document studies to enhance oneM2M system to support interworking with modbus devices for horizonally extending oneM2M platform. The objectives of the Technical Report are to investigate interworking between modbus device and the oneM2M system:
· Enhancements for oneM2M system support interworking with Modbus device, such as supporting Master-slaver communication method 
· Modbus data model is mapped to oneM2M resources 
· Instantiating Modbus data model by usage of oneM2M base ontology 

· Interworking procedure by operating oneM2M resource and  reusing Gerneric Interworking

Furthermore, depending on the study result of the TR, normative works may be followed as CRs to the existing TSes.
2
References

The following text block applies. 

References are either specific (identified by date of publication and/or edition number or version number) or non‑specific. For specific references,only the cited version applies. For non-specific references, the latest version of the referenced document (including any amendments) applies.
NOTE:
While any hyperlinks included in this clause were valid at the time of publication oneM2M cannot guarantee their long term validity.
2.1
Normative references

As a Technical Report (TR) is entirely informative it shall not list normative references.
The following referenced documents are necessary for the application of the present document.
Not applicable.

2.2
Informative references
Clause 2.2 shall only contain informative references which are cited in the document itself.

The following referenced documents are not necessary for the application of the present document but they assist the user with regard to a particular subject area.
[i.1]
oneM2M Drafting Rules  (http://member.onem2m.org/Static_pages/Others/Rules_Pages/oneM2M-Drafting-Rules-V1_0.doc)
[i.2]
Modbus website, http://www.modbus.org/
[i.3]
Modbus_Application_Protocol_V1_1b3, Modbus Organization
[i.4]
Modbus_Messaging_Implementation_Guide_V1_0b, Modbus Organization
[i.5]
Modbus_over_serial_line_V1_02, Modbus Organization
[i.6]
oneM2M TR-0009: "Protocol_Analysis".
3
Definitions, symbols and abbreviations

Delete from the above heading the word(s) which is/are not applicable.
3.1
Definitions

Clause numbering depends on applicability.

· A definition shall not take the form of, or contain, a requirement. 

· The form of a definition shall be such that it can replace the term in context. Additional information shall be given only in the form of examples or notes (see below). 

· The terms and definitions shall be presented in alphabetical order. 
For the purposes of the present document, the [following] terms and definitions [given in ... and the following] apply:

Definition format

<defined term>: <definition>

If a definition is taken from an external source, use the format below where [N] identifies the external document which must be listed in Section 2 References.
<defined term>[N]: <definition>

example 1: text used to clarify abstract rules by applying them literally

NOTE:
This may contain additional information.

3.2
Symbols

Clause numbering depends on applicability.

For the purposes of the present document, the [following] symbols [given in ... and the following] apply:

Symbol format

<symbol>
<Explanation>

<2nd symbol>
<2nd Explanation>

<3rd symbol>
<3rd Explanation>

3.3
Abbreviations

Abbreviations should be ordered alphabetically.

Clause numbering depends on applicability.

For the purposes of the present document, the [following] abbreviations [given in ... and the following] apply:

Abbreviation format

<ABBREVIATION1>
<Explanation>

<ABBREVIATION2>
<Explanation>

<ABBREVIATION3>
<Explanation>

4
Conventions
The key words “Shall”, ”Shall not”, “May”, ”Need not”, “Should”, ”Should not” in this document are to be interpreted as described in the oneM2M Drafting Rules [i.1]
5
Introduction
5.1
Background
This clause introduces the background of Modbus,including origin of Modbus, status quo and so on.
Modbus was first introduced by Modicon® (now part of Schneider Electric®) for process control systems. It is used to establish master-slave/client-server communication between intelligent devices and sensors and instruments. It is a de facto standard, truly open and the most widely used network protocol in the industrial manufacturing environment. 

Modbus is easy to deploy and maintain, and used across a wide range of industries. It is also an ideal protocol for remote terminal unit (RTU) applications where wireless communication is required. Modbus is not only an industrial protocol. Building, infrastructure, transportation and energy applications also make use of its benefits.
Originally, Modbus was implemented as an application level protocol intended to transfer data over serial port, it has expanded to include implementations over serial, TCP/IP, and UDP. Today, it is a common protocol used by countless devices for simple, reliable, and efficient communication across a variety of networks. Modbus was designed as a request-response protocol with a flexible data and function model that are part of the reason it is still in use today. In addition, support for the simple and elegant structure of Modbus continues to grow.
5.2
Architecture and protocol stack
This clause introduces  generic Modbus network architecture and protocol description as basic information for interworking.
The Modbus protocol follows a master and slave architecture where a master transmits a request to a slave and waits for the response (as shown in figure5.2-1). This architecture gives the master full control over the flow of information, which has benefits on older multidrop serial networks. Even on modern TCP/IP networks, it gives the master a high degree of control over slave behavior, which is helpful in some designs.
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Figure 5.2-1  The Master-Slave, Request-Response Relationship of Modbus device

The Modbus protocol allows an easy communication within all types of network (as shown in Figure 5.2-2). Every type of devices (such as PLC, Driver, Motion control, I/O Device…) can use Modbus protocol to initiate a remote operation.
The same communication can be done as well on serial line as on an Ethernet TCP/IP networks. Gateways allow a communication between several types of buses or network using the Modbus protocol.
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Figure 5.2-2  Modbus Network Architecture

There are many variants of Modbus protocols:
· Modbus RTU — This is used in serial communication & makes use of a compact, binary representation of the data for protocol communication. Modbus RTU is the most common implementation available for Modbus. A Modbus RTU message must be transmitted continuously without inter-character hesitations.
· Modbus ASCII — This is used in serial communication and makes use of ASCII characters for protocol communication. 
· Modbus TCP/IP or Modbus TCP — This is a Modbus variant used for communications over TCP/IP networks. It does not require a checksum calculation as lower layers already provide checksum protection.

· Modbus over TCP/IP or Modbus over TCP or Modbus RTU/IP — This is a Modbus variant that differs fromModbus TCP in that a checksum is included in the payload as with Modbus RTU.

· Modbus over UDP — Some have experimented with using Modbus over UDP on IP networks, which removes the overheads required for TCP.
· Modbus Plus (Modbus+, MB+ or MBP) — Modbus Plus is proprietary to Schneider Electric® and unlike the other variants, it supports peer-to-peer communications between multiple masters. It requires a dedicated co-processor to handle fast HDLC-like token rotation. It uses twisted pair at 1 Mbit/s and includes transformer isolation at each node, which makes it transition/edge triggered instead of voltage/level triggered. 
At present, Modbus TCP is more efficient networking through the use of dedicated connections and identifiers for each request and response. Modbus RTU and Modbus ASCII are older serial ADU formats with the primary difference between the two being that RTU uses a compact binary representation while ASCII sends all requests as streams of ASCII characters. 

The Modbus protocol defines a simple protocol data unit (PDU) independent of the underlying communication layers. The mapping of Modbus protocol on specific buses or network can introduce some additional fields on the application data unit (ADU). The Modbus frame is as shown in figure 5.2-3.
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Figure 5.2-3 Modbus Frame

A Modbus frame or Modbus Application Data Unit (ADU) consists of the following:
· Additional address field: A field containing additional addresses used by the underlying communication protocol. It is 1 byte slave address over serial links (such as RS 232, RS 485). For Modbus TCP, it is called Modbus Application Protocol (MBAP) Header that include transaction identifier, protocol identifier, length and unit identifier.

· Modbus PDU: It is independent of underlying communication layer and consists of two parts: 1) 1-byte Function code to indicate identity of the requested service, 2) Variable length data field containing payload of the requested service. There are three types of Modbus PDUs: Modbus Request, Modbus Response and Modbus Exception.
· An optional error check field. Modbus TCP is not needed.
5.3
Key feature 
This clause introduces the key features of Modbus, such as communication model,characteristics of data model, simple format and so on.
There are many devices and gateways that support Modbus, as it is a very simple protocol and convenient to transmit and understand. Specially, Modbus TCP/IP simply takes the Modbus instruction set and wraps TCP/IP around it. If you already have a Modbus driver and you understand Ethernet and TCP/IP sockets, you can have a driver up and running and talking to a PC in a few hours. Development costs are exceptionally low. Minimum hardware is required, and development is easy under any operating system. The following are key features of Modbus:
· Communication mode
Modbus uses master-slave/client-server communication mode, Master issues a unicast request and slave responds to that. In serial and MB+ networks, only the node assigned as the Master may initiate a command. On Ethernet, any device can send out a Modbus command, although usually only one master device does so. Modbus also supports broadcast mode where master’s request is sent to all the slaves but no slave responds to broadcast request.
· Data model
Modbus manages the access of data simply and flexibly. Modbus data are divided into four ranges, they are that these types of data can be provided/alterable by I/O system or an application program. In most cases, slaves store each type of data that it supports in separate memory, and limits the number of data elements that a master can access.
· Function code
There are three categories of Modbus Function codes, including Public Function codes, User-Defined Function codes and Reserved Function codes. Public Function codes can satisfy common operations, such as accessing data in device by reading and writing data model, and simply diagnosing device. Function code is flexibility that user can select and implement a function code by self-defining User-Defined Function codes according to service requirements.

· Availability of many devices
Interoperability among different vendors' devices and compatibility with a large installed base of Modbus-compatible devices makes Modbus an excellent choice.
5.4 Data model

The Modbus standard defines bit-addressable and 16-bit word addressable input and output data items. Modbus bases its data model on a series of tables that have distinguishing characteristics. The four primary tables for data model are as following:
Table 5.4-1 Modbus data model table

	Primary tables
	Object type
	Type of access
	Comments

	Discretes Input 
	Single bit
	Read-Only
	This type of data can be provided by an I/O system, e.g. read the status of switch

	Coils 
	Single bit
	Read-Write
	This type of data can be alterable by an application program, e.g. switch on a transducer

	Input Registers 
	16-bit word
	Read-Only
	This type of data can be provided by an I/O system, e.g. read temperature on a sensor

	Holding Registers 
	16-bit word
	Read-Write
	This type of data can be alterable by an application, e.g. set value to a controller.


There are two ways of organizing the data in device. Each device can have its own organization of the data according to its application. The figure 5.4-1 below shows an example for data organization in a device having digital and analog, inputs and outputs. Data block (device application memory) is accessible with different Modbus functions, such as read coils, write holding registers. All the data elements handled via Modbus can be located in device application memory by reference numbers form 1to n. The pre-mapping between the Modbus data model and the device application is totally vendor device specific.
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Figure 5.4-1 Implementation example of Modbus data model
6
Scenarios for oneM2M and Modbus Interworking
 This clause studies the scenarios for oneM2M and Modbus Interworking, such as Modbus-based device can connect to IN directly or via MN/ASN, and Modbus-based devices can connect to each other via IN/MN/ASN.
This clause describes serveral scenarios for oneM2M and Modbus interworking. The oneM2M system may support these scenarios simultaneously.

Figure 6-1 shows an overview of possible interworking scenarios which Modbus area communicates with oneM2M area. Modbus devices are deployed in the field domain of Modbus area, and communicate with the infrastructure Domain of service provider or oneM2M devices in field Domain of oneM2M area by IPE which is an intermediate entity for different protocol messages translation and services exposure. The IPE may be deployed on oneM2M devices of field domain, oneM2M infrastructure domain of oneM2M service provider or Modbus device as an AE.

There are two options of how oneM2M and Modbus interworking through IPE: 1) Interworking with full mapping of the semantic of the non-oneM2M data model; 2) Interworking using containers for transparent transport of encoded non-oneM2M data and commands.
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Figure 6-1: Overview of Interworking Scenarios

 There are three possible oneM2M and Modbus Interworking scenarios described in detail as below.

· oneM2M applications deployed in infrastructure domain communicate with Modbus devices in field domain through oneM2M infrastructure domain. For example, a Modbus device (e.g. environmental monitoring device) connects to oneM2M service provider platform and be mapped to oneM2M resource which exposes to remote application for collecting metering data on the Modbus device.

· oneM2M applications deployed in oneM2M devices communicate with Modbus devices through the infrastructure domain when oneM2M devices and Modbus devices are both deployed in the field domain but belong to different networks. For example, intelligent parking application in oneM2M device could control the parking  lock controller (Modbus device),  if the parking space is occupied, it will lock the lock controller and start charging.

· oneM2M applications deployed in oneM2M devices communicate directly with Modbus devices without any support from the infrastructure domain when Modbus devices and oneM2M devices are both deployed in the same network of the field domain. For example, smart home application on oneM2M device could get the current electricity consumption from electricity meter (Modbus device), if consumption is too high, it will switch off home appliance which consumes most power-hungry.
Note: Interworking Scenarios above, aModbus device’s operating to an oneM2M device is not considered here.
7
Possible Solutions for oneM2M and Modbus Interworking
This clause studies the possible solutions to realize oneM2M interworking with Modbus. Modbus-based devices can interwork with oneM2M system by usage of IPE that deploys on ASN, MN and IN, such as Modbus-based device connects to MN by IPE on MN. Resource mapping based on Modbus data model and operational procedure will be studied. Semantic method will also be consided in the solution.
7.1 Introduction

This clause describes possible solutions for oneM2M and Modbus interworking and provides:

· Functional architecture 
· Resource Model Mapping and operation translation
· Operational procedures 
Firstly functional architecture with main entities is described. Secondly possible resource model mappings  and operation translations are described. Thirdly operational procedure mappings are described, i.e oneM2M entity reads or writes Modbus devices. This functional architecture can address all scenarios from clause 6 where Modbus devices are controlled and monitored by the oneM2M system.
7.2 Functional Architecture for Interworking
The Modbus interworking scheme is based on IPE (Interworking Proxy Application Entity) as a specialized AE whichtranslates different protocol messages and exposes services provided by both system, oneM2M and Modbus.
As depicted in Figure7.2-1, the IPE is characterized by the support of a non-oneM2M reference point (Modbus interface) and by the mapping the non-oneM2M (Modbus) data models to oneM2M resources exposed via the Mca reference point..The remote CSE or AE operates the oneM2M resource which represents Modbus device in hostingCSE, and triggers Modbus translation in IPE to operate Modbus device via Modbus interface. 

The IPE may support two levels of interworking. One is the semantic interworking of full mapping so that an oneM2M application can access non-oneM2M solutions without the need to know the specific protocol encoding. The other is transparent transport of encoded non-oneM2M data and commands that the CSE or AE needs to know the specific protocol encoding rules.
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Figure 7.2-1Functional Architecture with IPE
Editor’s Note: Integration mode for Interworking needs more consideration and study, it isn’t considered here.
The main entities and their characteristics are as below. 
· IPE : A specialized AE for Modbus interworking.The IPE communicates with Modbus device via a non-oneM2M reference point, and has the capability of remapping the related data model to the oneM2M resources exposed via the oneM2M Mca reference point.The IPE may deploy on Modbus device, oneM2M ASN, MN or IN. 
· Modbus Device : NoDN which only plays Modbus Server roles that implementates Modbus application and saves Modbus data.The remote CSE or AE as Modbus Client accesses the Modbus Server to read and write Modbus data by Modbus function codes, i.e. data collection & controlling. 

· oneM2M CSE: A Common Service Entity represents an instantiation of a set of “common service function” of the M2M/IoT environments. Such service functions are exposed to other entities through the Mca and Mcc reference points.
The figure 7.2-2 demonstrates a possible deployment model which describes the main entities and their interworking via reference points. According to different interworking scenarios IPE may be deployed in different nodes.
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Figure 7.2-2 Deployment Model based on Functional Architecture
7.3 Resource model mapping

7.3.1 Introduction

In Modbus, a master as client always initiates request to slave (server) and waits for response. A user implements service by accessing data in Modbus device of application memory blocks.This clause firstly describes a possible mapping between oneM2M and Modbus entities at devices, resources and attribute level. Then mapping between Modbus termperature device to oneM2M resource as an example is described. 

7.3.2 Generic Entity Mapping
The diagram below represents these different levels of model. The tree represents a structure of any Modbus device and how it is mapped into oneM2M entities. Each Modbus device may include four memory blocks for four types of data models. Each data model represents application data, e.g. temperature, status of Modbus device. A user can access and change the value of these data models by simple reading and writing operation. One possible entity mappings are:
· Modbus Device --- <AE> oneM2M resource

· Modbus Data model and Modbus Function --- <container> oneM2M resource
· Modbus Data and Modbus function representation --- <contentInstance> oneM2M resource
Note: <timeSeries>and<timeSeriesInstance>resource may be used for representation of periodical Modbus data.
Modbus devices is represents by Modbus data models that have to be bound to the device application. Modbus data is organized and saved in device application memory based on Modbus data models. In the Modbus data models each element is saved within a memory block. Each Function is mapped to a Modbus Function Code which well defined in Modbus protocol and determine how data is accessed and modified by oneM2M entity.
Though further procedures in this document map Modbus Device to oneM2M <AE> resource, it is also possible that a Modbus Device be mapped to a oneM2M <container> resource.
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Figure 7.3.2-1 Generic Entity Mapping
In interworking scenarios, oneM2M entities play originator role to operate Modbus devices by IPE which translates oneM2M operations on mapping resources to Modbus operations on physical Modbus devices. Below table shows a brief translation between Modbus and oneM2M.
Table7.3.2-1 Modbus Function Request Translation
	Modbus Operation
	OneM2M Resource and operation

	Write registers or coils
	Create <contentInstance> as Instance to corresponding <container> which represents Modbus Function,

Note: each data model support different Modbus Function which represent by function code in Modbus

	Read registers or coils
	

	Diagnostics
	Create <container>  which represent diagnosed object, e.g. device identification.

Note: each diagnostic operation mapping to Modbus Function code.


In the Figure 7.3.2-2, for example a temperature device is mapped to oneM2M <AE> resource which comprises of several <container> resources and its child resources which represent temperature values and device information saved in the temperature device. ReadTemperature represents Modbus function which exposes to oneM2M system to access data in TemperatureRegister of Modbus device. Temperature Instance represents temperature value and related description, it may be represented with <timeSeries> if IPE periodically reports Temperature in Modbus Temperature Device to hostingCSE.
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Figure 7.3.2-2 Modbus Temperature Device mapping into oneM2M entities

At the originator, oneM2M CREATE operation is translated to Modbus operation to read or write registers or coils, or to diagnose Modbus devices. For example, CREATE a <contentInstace> to ReadTemperature as an operation instance is translated to the Read operation onTemperature Register with corresponding Modbus Function code, e.g.Write single Register, the data field content of Modbus message is represented within content attribute.
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