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Introduction
From the current specifications in TS-0004 it is not clear whether or not JSON serialized representations of data, especialy of the Content primitive parameter, shall include a root element or not.
The present text in clause 8.4 seems to assume that any root elements are not required in JSON representations. However, the text in clauses 7.1.1 and 7.4.2 now clearly defines the root elements applicable to the Content parameter.

In XML representations, the presence of a single root element is essential. XML data without any root element cannot be validated against its associated XSD. In order to achieve better consistency between XML and JSON representations, this contribution proposes to mandate the existence of a root element in JSON serialized data as well. This actually also simplifies conversions between JSON and XML representations. It is suggested that the root element includes the assigned “m2m:” namespace prefix, as this is required for XSD validation.
As another change, it is proposed to remove the namespace and schemaLocation attributes from the root element declaration in the XML example in clause 8.3. This information can be easily supplied at the receiving side and does not need to be included into the serialized data exchanged over the Mca and Mcc reference points. It is normally not needed being part of the data when executing XSD validation . This also represents an alignment between XML and JSON serialized data representations. 

-----------------------Start of change 1-------------------------------------------

8.1 XML serialization
8.1.1 Method
XML serialization of request or response primitives refers to the process of representing the primitive as an XML document. 
The XML document shall be a well-formed XML document compliant with W3C XML 1.0 [1]. It shall be restricted to Unicode characters and encoded using UTF-8 as described in RFC 3629 [21].  
The structure and data types of XML serialized request and response primitives shall be consistent with the XSD defined in CDT-requestPrimitive-v1_0_0.xsd and CDT-responsePrimitive-v1_0_0.xsd, respectively. The data types used in these XSD files comply with the definitions in clause 6 and clause 7 of this specification.

Note that the XSD files included in the present release employ the long names for primitive parameters and other XML elements and attributes, but the primitive serialization is required to use the corresponding short names (as defined clause 8.2 of this specification). 

NOTE: XML Schema files that use short names might be made available at a future date.
The primitive Content parameter is serialized just like any other element of complex type. Generally, the Content parameter may include only a partial set of attributes specified for the resource type as indicated in the Resource Type parameter, e.g. for partial Update or Retrieve Request procedures. For Notification Request primitives, the Content parameter includes a Notification data object as defined in clause 7.4.1.1 and the datatype definition given in CDT-notification-v1_0_0.xsd.

8.1.2 Examples
An example that shows a request primitive serialized into an XML document is shown below. This example shows the create request for an instance of a <contentInstance> resource. Only mandatory primitive parameters and resource attributes are shown.

<?xml version="1.0" encoding="UTF-8"?>
<m2m:rqp xmlns:m2m="http://www.onem2m.org/xml/protocols">
    <op>1</op>
    <to>//cse1.mym2msp.org/</to>
    <fr>/cse1234/app567</fr>
    <rqi>0002bf63</rqi>
    <ty>4</ty>
    <pc>
        <m2m:cin>
            <cnf>application/xml:1</cnf>
            <con>PHRpbWU+MTc4ODkzMDk8L3RpbWU+PHRlbXA+MjA8L3RlbXA+DQo=</con>
        </m2m:cin>
    </pc>
</m2m:rqp>

The XML elements have the following meaning:

· rqp:  Root element of the Request primitive, which includes a reference to an XSD file which defines its datatype.

· op: 
Operation parameter of datatype m2m:operation:  in this example value = 1 indicates a “Create” operation.

· to: 
To parameter of type m2m:anyURI: URI of the target resource.

· fr: 
From parameter of type m2m:ID: ID of the Originator (either AE-ID or CSE-ID).

· rqi: 
Request Identifier parameter of type m2m:requestID: this could e.g. represent a counter number.

· ty: 
Resource Type parameter of datatype m2m:resourceType: indicating type of the resource to be created (value = 4 indicates that a <contentInstance> resource shall be created).

· pc: 
Content parameter of datatype m2m:primitiveContent: the attributes of the resource to be provided by the Originator. 

· cin:  Root element of the <contentInstance> resource of datatype m2m:contentInstance: this includes the mandatory attributes  (and optional attributes not shown in this example) supplied by the request Originator.. In this example, the cn parameter includes an instance of a <contentInstance> resource which consists of two attributes: contentInfo (cnf) – which specifies base64 encoding - and the content (con) itself.

8.2 JSON serialization
8.2.1 Terminology

The following conventions are used in the clause that follows.

· The italicized terms object, member, name, array, number, string, boolean and null are to be interpreted as in RFC 7159 [19]

· The italicized term element is to be interpreted to encompass oneM2M Primitive Parameters, Resource Attributes and other elements or attributes used inside oneM2M complex type definitions

8.2.2 Method

The primitive shall be encoded as a JSON object, conforming to the requirements of RFC 7159 [19]. This JSON object shall be restricted to Unicode characters defined in The Unicode Standard and encoded using UTF-8 as described in RFC 3629 [21].  The names in each object in the JSON shall be unique.
The structure of the top-level primitive object shall be determined by the data type definitions in clause 6 and clause 7 of this specification, as follows:

1. All member’s names shall be the short name defined in clause 8.2. 

2. If an element is defined in this specification as having a complex type, then it is serialized in the JSON member as an object and its children are recursively serialized as members of that object, using short names as defined in clause 8.2. 

3. The membership of each nested object shall respect the cardinality constraints from the corresponding XSD complex type definition, 

4. If an element is defined in this specification as having an atomic data type that is numeric in nature (e.g. xs:integer or a type derived from it) then its value is serialized into the JSON member as a number.

5. If an element is defined as having an atomic data type that is non-numeric then its value is serialized into the JSON member as a string.

6. If an element is defined as xs:boolean (or a type derived from xs:boolean) then it is serialized in the JSON member as a boolean.

7. If an element is defined as having an xs:list type in the corresponding XSD then it is serialized in the JSON member as an array.

8. If an element instance has a null value then it is serialized into the JSON member as a null, regardless of the data type that it has in the corresponding XSD. 

9. If an element is defined as having maxOccurs > 1 in the corresponding XSD then its parent JSON member is serialized as an array. 
10. If an element has an XSD data type that is a simple type with XML attributes, then it is serialized in the JSON member as an object. The XML attributes appear as members of that object (using their short names) and the value of the element is serialized as a member of that object with the special name “val”. 

11. The members (at each level) may be serialized in any order. The order in which they appear in the corresponding XSD file is immaterial.

The Content parameter is treated just like any other parameter of complex type. It is serialized as an object and its members are the attributes and/or child resource references of the Resource that is being transferred. The Content parameter is not required to contain all the attributes of the Resource. The JSON representation of the Content parameter shall be encapsulated by a member name as defined in the first column of Tables 7.4.2-1 and 7.4.2-2 .
8.2.3 Examples

Here is an example that shows the payload of a request message serialized using JSON:

{“op”: 1, “fr”: “//xxxxx/2345”, “to”: “//xxxxx/99”, “rqi”: “A1234”, “pc”: {“m2m:sch”:{“se”: “* 0-5 2,6,10 * * * *”}}, “ty”: 18}

· op: operation (in this case it’s Create)

· fr: ID of the Originator (either the AE or CSE)

· to: URI of the target resource

· rqi: request identifier (this is a string)

· pc: attributes of the <schedule> resource with member name “m2m:sch” to be provided by Originator. This is serialized as a nested JSON object

· ty: type of resource to be created (in this case a Schedule resource). This is a number.

Note that the Operation (op) parameter is present only in Request primitives. The presence of this parameter in JSON serialized primitive representations allows to differentiate Request primitives from Response primitives.
-----------------------End of change 1-------------------------------------------

A.1. Example AE/CSE implementation featuring mapping between short and long names for XML serialization
Figure I.2-1 shows an example where the oneM2M defined XSD files are used as input to a code generator. Such code generators are available for most object-oriented programming languages such as e.g. Java, C++  and Python. The following descriptions include some code examples given in Python syntax. However, corresponding expressions in C++ or Java look very similar.

Code generators generate a library of XSD binding classes corresponding to each of the data types defined in the input XSD files. This library can then be imported into the source code of the respective programming language which implements an AE or CSE. 

For example, if this library is denoted schemaLib, instances of a request primitive and of a resource type <contentInstance>, denoted in the Python source code fragment below as reqPrimInstance (internal representation of m2m:requestPrimitive) and contentInstance1 (as internal representation of m2m:contentInstance), respectively, can simply be generated as follows:

    import schemaLib

   …
  reqPrimInstance = schemaLib.requestPrimitive()

  contentInstance1 = schemaLib.contentInstance()

Each of the instances created in this way represents a data object reflecting the same tree structure as defined in the XSD files that served as input to the code generator. 

Any request primitive parameter in reqPrimInstance as defined above can be addressed and assigned values as follows:

  reqPrimInstance.operation = operation     #e.g. operation = 1 for CREATE
  reqPrimInstance.to = path                 #path = address of target resource
 reqPrimInstance.from_ = originator  #originator=identifier representing the originator

 reqPrimInstance.requestIdentifier = str(requestIDCounter) #counter in string format
 reqPrimInstance.resourceType = resourceType #e.g. resourceType = 4 for <contentInstance> 
Parameters defined as complex type in the XSD such as e.g. the Filter Criteria primitive parameter can be assigned values as follows:

    reqPrimInstance.filterCriteria.createdBefore = ‘20161201T000000’
    reqPrimInstance.filterCriteria.createdAfter = ‘20150501T123000’
  reqPrimInstance.filterCriteria.labels = ‘label1 label2 label3’
  reqPrimInstance.filterCriteria.attribute.append(pyxb.BIND())
  reqPrimInstance.filterCriteria.attribute[0] = schemaLib.attribute("name0","value0")                                             

Note that the class attribute names in the source code are identical with the XML element or attribute names as used in the XSD files  (sometimes minor exceptions can occur, for instance in case that a name used in the XSD represents a reserved name in the source code. In such case the code generator typically would append a special suffix to the name, e.g. “_”).  Since the XSD uses the long parameter and resource attribute names, these also appear as class attributes in the source code.  From an implementation perspective, this is preferable compared to using short names. Using short names in the XSD would result in short names in the source code. However, these short names have essentially lost their semantics and are therefore more difficult do memorize. Any misspelling in the code may easily result in another well-defined short name such that identifying errors in the source code becomes more difficult.   
A code generator as considered here, typically also provides a set of class methods and utility functions which allow to generate code objects from a given XML representation, and inversely, to generate XML representations from a code object. For example, consider that a string variable, denote reqPrimXML represents a serialized request primitive as follows (note that this representation corresponds to the example given in clause 8.3.2 but with long names used here):

  reqPrimXML =

     ‘<?xml version="1.0" encoding="UTF-8"?>
     <m2m:requestPrimitive xmlns:m2m="http://www.onem2m.org/xml/protocols">
        <operation>1</operation>
        <to>//cse1.mym2msp.org/cse8976/container123</to>
        <from>//cse1234/app567</from>
        <requestIdentifier>0002bf63</requestIdentifier >
        <resourceType>4</resourceType>
        <primitiveContent>
            <contentInstance>
               <contentInfo>application/xml:1</contentInfo>
               <content>PHRpbWU+MTc4ODkzMDk8L3RpbWU+PHRlbXA+MjA8L3RlbXA+DQo=</content>
            </contentInstance>
        </ primitiveContent>
    </m2m:requestPrimitive>’
Assuming that the auto-generated library schemaLib includes a utility function createFromDocument(), the following code statement creates an instance reqPrimInstance from the XML serialized request primitive in the string variable reqPrimXML:

    reqPrimInstance = schemaLib.createFromDocument(reqPrimXML)

The root element of the XML string (i.e. m2m:requestPrimitive in this example) identifies the template (class) that need to be used to create the data object reqPrimInstance. All value settings of the parameters are taken from the XML string, e.g. reqPrimInstance.operation is set to 1. 
The reverse operation, i.e. generation of an XML string from the data object reqPrimInstance is typically possible with a class method toxml() as follows:

  reqPrimXML = reqPrimInstance.toxml()
If any value settings of reqPrimInstance have not been changed in the given code, the above statement generates the same XML string as given above. Both operations, createFromDocument() and toxml(), also allow to verify the compliance of the XML representations with the XSD that was used as input when generating the schemaLib source code.

The question arises, if there is a way to generate XML or JSON representations that include the short names as defined in clause 8.2 when employing XSD with the long names as described above.

The following outlines two possible ways to resolve this issue.

The first straightforward approach is to use a text parser which replaces the long names used in XML or JSON strings with their corresponding short names, or vice-versa. We denote such functions as map_L2S() and map_S2L(). This approach is illustrated in the box labelled “AE or CSE source code” in Figure I.2-1 for an XML serialized string.

Given a string reqPrimXML representing an XML serialized request primitive with long names as described above, the statement

    reqPrimXML_sh = map_L2S(reqPrimXML)

would produce an XML string that includes the short names as shown in the representation already given in clause 8.3.2.

The reverse operation, generating an XML representation with long names from a representation with short names could be done with 

    reqPrimXML = map_S2L(reqPrimXML_sh)

Both mapping functions require a mapping table which includes all long names and their associated short names. The required mapping table can be derived from Tables 8.2.2-1, 8.2.2-2, 8.2.3-1 to 8.2.3-5, 8.2.4-1 and 8.2.5-1.

In order to work in both mapping directions, the mapping table must represent a one-to-one relationship between short and long names.

The second approach is essentially a code-optimized variant of the above first approach.

The source code of the described   createFromDocument() and toxml() functions could be extended by the programmer by including the functionality of map_S2L() directly into createFromDocument() and including the functionality of map_L2S() directly into toxml(). An additional function argument could be included which allows to enable and disable the mapping function.
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Figure I.2‑1: Example AE or CSE implementation: processing based on long names, XML representations using short names 
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