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## Introduction

TS-0004 implementation of TS-0001 CR SDS-0134r02 for clarifying the behaviour for two different types of format (oneM2M compliant Resource-ID and URL format) of *notificationURI* entries in <subscription> resource

Changes:

* Change 1: add restrictions for “Blocking\_update” and subscription verification request in <subscription> Create procedure
* Change 2: for “Notification for <subscription> resources” procedure, clarify that the Originator shall not wait for a Response Primitive
* Change 3: clarify the same as in Change 2 in “7.3.1.3 Wait for response primitive” clause (referenced in clause 7.2.2.1).

### ----------------------Start of change 1-------------------------------------------

7.4.8.2.1 Create

***Originator:***

No change from the generic procedures in clause 7.2.2.1.

If the Originator specifies a *missingData* condition with a duration value greater than the *periodicInterval* attribute of the <timeSeries> resource no notification on missing data points will be generated.

***Receiver:***

The following are additional Hosting CSE procedures to the generic resource handling procedures (Figure 7.2.2.2‑1 in clause 7.2.2.2). The additional procedures shall be inserted from Recv-6.2 to Recv-6.5 as below.

Recv-6.3 The following step is in addition to the procedures defined in clause 7.3.3.15:

Check if the Originator has privileges for retrieving the subscribed-to resource. If the Originator does not have the privilege, the Hosting CSE shall return the response primitive with a ***Response Status Code*** indicating an "ORIGINATOR\_HAS\_NO\_PRIVILEGE" error.

Recv-6.4 The following steps are in addition to the procedures defined in clause 7.3.3.3:

1. Check if the subscribed-to resource, addressed in the ***To*** parameter in the Request, is subscribable. Subscribable resource types are defined in TS-0001 [6]; they have <subscription> resource types as their child resources. If it is not subscribable, the Hosting CSE shall return the Notify response primitive with a ***Response Status Code*** indicating a "TARGET\_NOT\_SUBSCRIBABLE" error instead of the ***Response Status Code*** "INVALID\_CHILD\_RESOURCE\_TYPE".
2. Check if the *notificationEventType* is set to "Blocking\_Update".

If the subscribed-to resource already has a subscription with this *notificationEventType* the Hosting CSE shall return the response primitive with an ***Response Status Code*** indicating a "BLOCKING\_SUBSCRIPTION\_ALREADY\_EXISTS" error if more than one notification of this type could be sent.

If there is more than one Notification Target in *notificationURI* are specified, the Hosting CSE shall return the response primitive with a ***Response Status Code*** indicating a "BAD\_REQUEST" error.

If any resource-specific attributes of the <subscription> resource other than *eventNotificationCriteria* or *notificationURI* are specified the Hosting CSE shall return the primitive with a ***Response Status Code*** indicating a "BAD\_REQUEST" error.

If any condition tag of the *eventNotificationCriteria* attribute other than *attribute* condition tag is specified, the Hosting CSE shall return the response primitive with a ***Response Status Code*** indicating a "BAD\_REQUEST" error.

If the Notification Target is in URL format, the Hosting CSE shall return the response primitive with a ***Response Status Code*** indicating a "BAD\_REQUEST" error.

1. Check if the *notificationEventType* is set to “Report on missing data points”. If the *missingData* attribute is not provided as well, the request shall be rejected with a ***Response Status Code*** indicating a "BAD\_REQUEST" error***.***
2. Check if the *missingData* element of eventNotificationCriteria is provided.

If the subscribed-to resource (i.e. the resource given by the ***To*** parameter in the Request) is not a <timeSeries>, the request shall be rejected with a ***Response Status Code*** indicating a "BAD\_REQUEST" error.

1. If any of the *notificationURI* entries are not the Originator and are formatted as oneM2M compliant Resource-ID, the Hosting CSE may send a Subscription Verification request primitive to each of them as described in clause 7.5.1.2.3. The Subscription Verification request primitive shall not be sent if a *notificationURI* entry is in URL format.

a) If the Hosting CSE cannot send one or more Subscription Verification request primitives, the Hosting CSE shall return the Create <subscription> response primitive with a ***Response Status Code*** indicating a "SUBSCRIPTION\_VERIFICATION\_INITIATION\_FAILED" error.

b) If the Hosting CSE sent all the Subscription Verification request primitives, the Hosting CSE shall check if each Notify response primitive contains a ***Response Status Code*** indicating "OK". If not, the Hosting CSE shall return the Create <subscription> response primitive containing the ***Response Status Code*** indicating a "SUBSCRIPTION\_VERIFICATION\_INITIATION\_FAILED" error.

1. If the Originator provides a value of *childResourceType* which is not a valid child of the subscribed-to resource, the request shall be rejected with a ***Response Status Code*** indicating a “BAD\_REQUEST” error***.***
2. If the Originator provides *missingData*, check that subscribed-to resource is of type <timeSeries>. If not, the request shall be rejected with a ***Response Status Code*** indicating a "BAD\_REQUEST" error*.*
3. If both the *notificationEventType* and *operationMonitor* are present in the *eventNotificationCriteria* in the Request, the request shall be rejected with a ***Response Status Code*** indicating a "BAD\_REQUEST" error***.***
4. If the *notificationContentType* is invalid for a given operation (refer to oneM2M TS-0001 [6] Table 9.6.8-4: Default and allowed values of *notificationContentType*) the request shall be rejected with a ***Response Status Code*** indicating a "BAD\_REQUEST" error***.***

Recv-6.5: The following steps are in addition to the procedures defined in clause 7.3.3.5:

1. If the Originator does not provide *notificationContentType*, the Hosting CSE shall set it according to the default shown in oneM2M TS-0001 [6] Table 9.6.8-4: Default and allowed values of *notificationContentType.*
2. If the *notificationURI* is not the Originator, the Hosting CSE shall set the Originator’s ID as the <subscription> resource's *creator* attribute.
3. If the *batchNotify* attribute is present in the Request but *batchNotify*/*duration* is not provided by the Originator, the Hosting CSE shall set the value of *batchNotify*/*duration* to the default duration as given by the M2M Service Provider.
4. If the *notificationStatsEnable* attribute is set to true, the Hosting CSE shall start recording notification statistics in the *notificationStatsInfo* attribute once the <subscription> resource is created. The *notificationStatsInfo* attribute shall not be added until a first notification statistics entry is added to this attribute.
5. If the *notificationStatsEnable* attribute is set to false, the Hosting CSE shall not start recording notification statistics and the *notificationStatsInfo* attribute shall not be added.

### ----------------------End of change 1-------------------------------------------

### ----------------------Start of change 2-------------------------------------------

##### 7.5.1.2.2 Notification for <subscription> resources

When the notification message is forwarded or aggregated by transit CSEs, the Originator or a transit CSE shall check whether there are notification policies to enforce between subscription resource Hosting CSE and the notification target. In that case, the transit CSE as well as the Originator shall process Notify request primitive(s) by using the corresponding policy and send processed Notify request primitive(s) to the next CSE with notification policies related to the enforcement so that the transit CSE is able to enforce the policy defined by the subscriber. The notification policies related to the enforcement at this time is verified by using the subscription reference in the Notify request primitive. In the notification policies, the *latestNotify* attribute is only enforced in the transit CSE as well as the Originator.

If ***Event Category*** parameter is set to "latest" in the notification request primitive, the transit CSE as well as Originator shall cache the most recent Notify request. That is, if a new Notify request is received by the CSE with a subscription reference that has already been buffered for a pending Notify request, the newer Notify request will replace the buffered older Notify request.

***Originator:***

When an event is generated, the Originator shall execute the following steps in order:

Step 1.0 Check the *eventNotificationCriteria* attribute of the <subscription> resource associated with the modified resource:

* If the *eventNotificationCriteria* attribute is set, then the Originator shall check whether the corresponding event matches with the event criteria. If multiple matching conditions of different types (i.e. different condition tags) are present in the *eventNotificationCriteria* attribute, then the combined condition shall be derived by applying the logical operation specified by the *filterOperation* condition. By default the logical AND operation shall be used if the *filterOperation* condition is not present.
* If *notificationEventType* is not set within the *eventNotificationCriteria* attribute and the *operationMonitor* is also not present, the Originator shall use the default setting of "Update\_of\_Resource" to compare against the event.
* If the *notificationEventType* has the value "Create\_of\_Direct\_Child\_Resource" or "Delete of Direct Child Resource" and the *childResourceType* condition is also present, then the matching event shall only be detected if one of the child resource types present in the list has been created or deleted, respectively. If the *childResourceType* condition is not present then a matching event is generated whenever any child resource is created or deleted.
* If the *notificationEventType* has either an explicit or default value of "Update\_of\_Resource" and the *attribute* condition is also present then the matching event shall only be detected if one of the attributes in the list has been updated. If the *attribute* condition is not present then a matching event is generated whenever any attribute has been updated.
* If the event matches, go to the step 2.0. Otherwise, the Originator shall discard the corresponding event.
* If the *eventNotificationCriteria* attribute is not configured, the Originator shall use the default setting of "Update\_of\_Resource" for the *notificationEventType* and then continue with the step 2.0.

Step 2.0 The Originator shall check the notification policy as described in the below steps, but the notification policy may be checked in different order. After checking the notification policy in step 2.0 (i.e. from step 2.1 to step 2.6), then continue with step 3.0.

Step 2.1 The Originator shall determine the type of the notification per the *notificationContentType* attribute. The possible values of for *notificationContentType* attribute are "Modified Attributes", "All Attributes", "ResourceID", "Trigger Payload" or “TimeSeries notification”. This attribute may be used jointly with the *notification*EventType attribute in the eventNotificationCriteria to determine if it is the attributes/resourceID of the subscribed-to resource or the attributes/resourceID of the child resource of the subscribed-to resource that shall be returned in the content of the notification:

* If the value of *notificationContentType* is set to "Modified Attributes", the Notify request primitive shall include the partial resource containing modified attribute(s) only (Refer to clause 7.2.1.2 for response content description).
* If the value of *notificationContentType* is set to "All Attributes", the Notify request primitive shall include the complete resource with all attributes (Refer to clause 7.2.1.2 for response content description).
* If the value of *notificationContentType* is set to "ResourceID", the Notify request primitive shall include the URI of the resource (Refer to clause 7.2.1.2 for response content description).
* If the value of *notificationContentType* is set to "Trigger Payload", the Notify request primitive shall include the trigger payload (Refer to clause 9.2.1 for trigger payload description).
* If the value of *notificationContentType* is set to "TimeSeries notification", the Notify request primitive shall include a timeSeriesNotification (Refer to clause 6.3.5.69 for timeSeriesNotification description).

In addition to the procedure described above, if the *primitiveProfileID* attribute of the <subscription> resource is configured with the resource identifier of a <primitiveProfile> resource, then the Originator shall apply the <primitiveProfile> resource to the request parameters of the Notify request primitive by adding, replacing or deleting any applicable request parameters defined in the *additions* or *deletions* attributes of the referenced <primitiveProfile> resource.

If *notificationContentType* is set to "Modified Attributes" or "All Attributes", the Originator shall also apply the referenced <primitiveProfile> resource to the representation of the subscribed-to resource or the child resource of the subscribed-to resource that is included in the content of the notification, if applicable. Before doing this the Originator shall make the following checks:

* Check that the primitive profile’s *resourceTypes* and *resourceIDs* attributes match the subscribed-to resource or the child resource of the subscribed-to resource that is included in the content of the notification.
* Check that the primitive profile’s *operations* attribute includes the Notify operation and the *releaseVersions* attribute matches the release version indicator of the notification.
* Check that the *applicability* attribute includes the value “NOTIFICATIONS\_FROM\_CSE”.

If all these checks are successful, the Originator shall apply the <primitiveProfile> resource to the resource attributes included in the content of the notification by adding, replacing or deleting resource attributes defined in the *additions* and *deletions* attribute of the <primitiveProfile> resource.

Step 2.2 Check the *notificationEventCat* attribute:

* If the *notificationEventCat* attribute is set, the Notify request primitive shall employ the ***Event Category*** parameter as given in the *notificationEventCat* attribute. Then continue with the step 2.3.
* If the *notificationEventCat* attribute is not configured, then continue with step 2.3.

Step 2.3 Check the *latestNotify* attribute:

* If the *latestNotify* attribute is set, the Originator shall assign ***Event Category*** parameter of value "latest" of the notifications generated pertaining to the subscription created.

Step 2.4 Check the batching notifications policy and the *rateLimit* attribute:

* See details in oneM2M TS-0001 [6], clause 10.2.10.7.
* If both the *batchNotify* and *primitiveProfileID* attributes of the <subscription> resource are configured, the Originator shall attempt to apply the referenced <primitiveProfile> resource to the individual notifications embedded within an aggregated notification using the same procedure as described in Step 2.1. In addition, the Originator shall also apply the primitive profile to the request parameters of the aggregated notification request primitive by adding, replacing or deleting any applicable request parameters defined in the *additions* or *deletions* attributes of the referenced <primitiveProfile> resource

NOTE: The use of some attributes such as *preSubscriptionNotify* is not supported in the present document.

Step 2.5 Check the *notificationURI* attribute:

* The Originator shall fetch the *notificationURI* attribute and set the value to the ***To*** parameter of the Notify request. When the *notificationURI* attribute contains more than one target, the Originator shall generate each Notify request per target.
* If the *notificationURI* attribute includes the notification serialization indication, in form of key-value pair, e.g. "ct=json", after the delimiter "?", the Originator shall serialize the notification for the notification target in that serialization type. The delimiter with the serialization indication shall be removed when the target is set to the ***To*** parameter of the Notify request. Then continue with step 3.0.
* If a Notification Target is in URL format, the Originator shall not wait for response primitive for this Notification Target.

Step 3.0 The Originator shall check the notification and reachability schedules, but the notification schedules may be checked in different order:

* If the <subscription> resource associated with the modified resource includes a <notificationSchedule> child resource, the Originator shall check the time periods given in the scheduleElement attribute of the <notificationSchedule> child resource.
* Also, the Originator shall check the reachability schedule associated with the Receiver by exploring its <schedule> resource. If reachability schedules are not present in a Node then that Entity is considered to be always reachable.
* If notificationSchedule and reachability schedule indicate that message transmission is allowed, then proceed with step 5.0. Otherwise, proceed with step 4.0.
* In particular, if the *notificationEventCat* attribute is set to 'immediate' and the <notificationSchedule> resource does not allow transmission, then go to step 5.0 and send the corresponding Notify request primitive by temporarily ignoring the Originator's notification schedule.

Step 4.0 Check the *pendingNotification* attribute:

* If the *pendingNotification* attribute is set, then the Originator shall cache pending Notify request primitives according to the *pendingNotification* attribute. The possible values are 'sendLatest' and 'sendAllPending'. If the value of pendingNotification is set to 'sendLatest', the most recent Notify request primitive shall be cached by the Originator and it shall set the ***Event Category*** parameter to "latest". If *pendingNotification* is set to 'sendAllPending', all Notify request primitives shall be cached by the Originator. If the *pendingNotification* attribute is not configured, the Originator shall discard the corresponding Notify request primitive. Any cached Notify request primitives are sent to the Receiver once message transmission becomes possible (see the step 6.0).

Step 5.0 Check the *expirationCounter* attribute:

* If the *expirationCounter* attribute is set, then it shall be decreased by one when the Originator successfully sends the Notify request primitive. If the counter equals to zero('0'), the corresponding <subscription> resource shall be deleted. Then end the 'Compose Notify Request Primitive' procedure.
* If the *expirationCounter* attribute is not configured, then end the 'Compose Notify Request Primitive' procedure.

When message transmission becomes possible, the Originator shall execute the following steps in order:

Step 6.0 If the *pendingNotification* attribute is set, the Originator shall send any cached Notify request primitives and then continue with the step 7.0

Step 7.0 Check the *expirationCounter* attribute:

* If the *expirationCounter* attribute is set, then its value shall be decreased by one when the Originator successfully sends the Notify request primitive. If the counter meets zero, the corresponding <subscription> resource shall be deleted. Then end the 'Compose Notify Request Primitive' procedure.

If the *expirationCounter* attribute is not configured, then end the 'Compose Notify Request Primitive' procedure.

***Receiver:***

When the Hosting CSE receives a Notify request primitive, the Hosting CSE shall check validity of the primitive parameters. In case the Receiver is a transit CSE which forwards or aggregates Notify request primitives before sending to the subscriber or other transit CSEs, upon receiving the Notify request primitive with the ***Event Category*** parameter set to "latest", the Receiver shall identify the latest Notify request primitive with the same subscription reference while storing Notify request primitives locally. When the Receiver as a transit CSE needs to send pending Notify request primitives, it shall send the latest Notify request primitive. When the Receiver as a transit CSE needs to send Notify request primitives, it shall use one of the serializations specified in the subscriber or other transit CSE *contentSerialization* attribute. If there is no *contentSerialization* value specified the transit CSE may use any serialization format.

### ----------------------End of change 2-------------------------------------------

### ----------------------Start of change 3-------------------------------------------

#### 7.3.1.3 Wait for response primitive

The originator shall wait for the Response primitive from the receiver that corresponds to the Request primitive that was sent by the originator. Correlation between the Request and the corresponding Response is handled by the transport layer or by Request Identifier parameter of the primitive.

If no Response primitive is received within a certain time, specified by server policy and/or by the underlying transport technology, this shall be handled as if a Response primitive with a ***Response Status Code*** indicating "REQUEST\_TIMEOUT" error was received.

Exceptionally, the originator shall not wait for the Response primitive from the receiver if the Request primitive is a Notification operation triggered by a <subscription> resource associated with a Notification Target in URL format.

### ----------------------End of change 3-------------------------------------------
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